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**Introduction –**

The **Hungarian method** is a [combinatorial optimization](http://en.wikipedia.org/wiki/Combinatorial_optimization) [algorithm](http://en.wikipedia.org/wiki/Algorithm) that solves the [assignment problem](http://en.wikipedia.org/wiki/Assignment_problem) in [polynomial time](http://en.wikipedia.org/wiki/Polynomial_time) and which anticipated later [primal-dual methods](http://en.wikipedia.org/w/index.php?title=Primal-dual_method&action=edit&redlink=1). It was developed and published by [Harold Kuhn](http://en.wikipedia.org/wiki/Harold_Kuhn) in 1955, who gave the name "Hungarian method" because the algorithm was largely based on the earlier works of two Hungarian mathematicians: [Dénes Kőnig](http://en.wikipedia.org/wiki/D%C3%A9nes_K%C5%91nig) and [Jenő Egerváry](http://en.wikipedia.org/wiki/Jen%C5%91_Egerv%C3%A1ry).

[James Munkres](http://en.wikipedia.org/wiki/James_Munkres) reviewed the algorithm in 1957 and observed that it is [(strongly) polynomial](http://en.wikipedia.org/wiki/Time_complexity#Strongly_and_weakly_polynomial_time). Since then the algorithm has been known also as the **Kuhn–Munkres algorithm**or **Munkres assignment algorithm**. The [time complexity](http://en.wikipedia.org/wiki/Computational_complexity_theory#Time_and_space_complexity) of the original algorithm was ![O(n^4)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAXBAMAAABQR7oEAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAT1JREFUKBV1jz1Lw1AUhh/apm2Spu0iTmJXwSHoJDq4Bhy6OIouDg5CdoeKICIu/QmKiyBKQewggpm1xQoubhkEQZR2E6uD5+YGvEg9w30/npuPAyPmaUSXVOX9/8hF8IeUwrSIAua0fe90W+KWU2CFAY4quIqw96BwmJJLAh0K69I8gtNMyUJnJ+ZcQrsnRz8klwKRDXgVOVFNo86M0mSuhzEVsL9VWvUZA+vWmj3VNBeT+VD2PpbPki1OcaaJ41PcVnayxQG83NSZ0MTrUamKdYcwEO3DrialmiaevPJLqgcKSmSE5NZEGz7IsizhLYrIZCIsue5uipcl+CTvR6Kydx2O4FmEYygPqGzJ4zL5piwx3b1TXjbN1vA6ygvRkpxtw8OKkTKxERg3gls1gl0zAm9GcAwvvxL+xnn4AV9EQsIrd16zAAAAAElFTkSuQmCC), however [Edmonds](http://en.wikipedia.org/wiki/Jack_Edmonds) and [Karp](http://en.wikipedia.org/wiki/Richard_Karp), and independently Tomizawa noticed that it can be modified to achieve an ![O(n^3)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAXBAMAAABQR7oEAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAUJJREFUKBV1j79LAmEYxz+o5+npeS7RFAlNQcNRU7S0Bg5CBC1RS0ND4N5gSzS03D8gFBEUUjg5tHjQVkoG/QEOQRKFbtGPoef19egl6YF7vz8+7x33wNjkVi/GOl2kgt4/xKb/h2TLUTHDorZvrXZd3FoEqjUcVXAdkj4E+zgi9OrDYG9L8whOMCLreD5XEhodOfplEiNAlWbAi6Rz1VRKzEfEujkDD9Lfqtn0mQDr1lqo6QuJLrF3Ze+7rEA8NculJo5Pal/Z6TpH8NwsMaWJ28HLi818wkBUlj/QJFvQxJVPfkn1gK1ERkhiS7TigyxLEXdZRCYWYsn1zK74HXk+SPqhqOxdghN4EuEUcgO8PXldJhnIEnPtO+Vl03gBt6W8EC3Ds2F42DBSrGsEJo2QyRshXTACr0ZwDC+/Uv6NS/ADqtlCm39icesAAAAASUVORK5CYII=) running time. [Ford](http://en.wikipedia.org/wiki/L._R._Ford,_Jr.) and [Fulkerson](http://en.wikipedia.org/wiki/D._R._Fulkerson) extended the method to general transportation problems. In 2006, it was discovered that [Carl Gustav Jacobi](http://en.wikipedia.org/wiki/Carl_Gustav_Jacobi)had solved the assignment problem in the 19th century, and the solution had been published posthumously in 1890 in Latin.

**Matrix interpretation**

Given ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAERJREFUCB1j4LvDt/sUAwM3ZzvDMQaGkPUPGMwYGBjiGRjmAalkBpZfQEqXgU0BSH1nYNxwgYH1AwO/1wYG7gYGtrsMANfkDo13AqZFAAAAAElFTkSuQmCC) workers and tasks, and an n×n matrix containing the cost of assigning each worker to a task, find the cost minimizing assignment.

First the problem is written in the form of a matrix as given below

![\begin{bmatrix}
a1 & a2 & a3 & a4\\
b1 & b2 & b3 & b4\\
c1 & c2 & c3 & c4\\
d1 & d2 & d3 & d4\end{bmatrix}](data:image/png;base64,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)

where a, b, c and d are the workers who have to perform tasks 1, 2, 3 and 4. a1, a2, a3, a4 denote the penalties incurred when worker "a" does task 1, 2, 3, 4 respectively. The same holds true for the other symbols as well. The matrix is square, so each worker can perform only one task.

**Step 1**

Then we perform row operations on the matrix. To do this, the lowest of all *ai* (i belonging to 1-4) is taken and is subtracted from each element in that row. This will lead to at least one zero in that row (We get multiple zeros when there are two equal elements which also happen to be the lowest in that row). This procedure is repeated for all rows. We now have a matrix with at least one zero per row. Now we try to assign tasks to agents such that each agent is doing only one task and the penalty incurred in each case is zero. This is illustrated below.

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | a2' | a3' | a4' |
| b1' | b2' | b3' | 0 |
| c1' | 0 | c3' | c4' |
| d1' | d2' | 0 | d4' |

The zeros that are indicated as 0' are the assigned tasks.

**Step 2**

Sometimes it may turn out that the matrix at this stage cannot be used for assigning, as is the case in for the matrix below.

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | a2' | a3' | a4' |
| b1' | b2' | b3' | 0 |
| 0 | c2' | c3' | c4' |
| d1' | 0 | d3' | d4' |

In the above case, no assignment can be made. Note that task 1 is done efficiently by both agent a and c. Both can't be assigned the same task. Also note that no one does task 3 efficiently. To overcome this, we repeat the above procedure for all columns (i.e. the minimum element in each column is subtracted from all the elements in that column) and then check if an assignment is possible.

In most situations this will give the result, but if it is still not possible then we need to keep going.

**Step 3**

All zeros in the matrix must be covered by marking as few rows and/or columns as possible. The following procedure is one way to accomplish this:

First, assign as many tasks as possible.

* Row 1 has one zero, so it is assigned. The 0 in row 3 is crossed out because it is in the same column.
* Row 2 has one zero, so it is assigned.
* Row 3's only zero has been crossed out, so nothing is unassigned.
* Row 4 has two uncrossed zeros. Either one can be assigned (both are optimum), and the other zero would be crossed out.

Alternatively, the 0 in row 3 may be assigned, causing the 0 in row 1 to be crossed instead.

|  |  |  |  |
| --- | --- | --- | --- |
| 0' | a2' | a3' | a4' |
| b1' | b2' | b3' | 0' |
| 0 | c2' | c3' | c4' |
| d1' | 0' | 0 | d4' |

Now to the drawing part.

* Mark all rows having no assignments (row 3).
* Mark all (unmarked) columns having zeros in newly marked row(s) (column 1).
* Mark all rows having assignments in newly marked columns (row 1).
* Repeat for all non-assigned rows.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| × |  |  |  |  |
| 0' | a2' | a3' | a4' | × |
| b1' | b2' | b3' | 0' |  |
| 0 | c2' | c3' | c4' | × |
| d1' | 0' | 0 | d4' |  |

Now draw lines through all marked columns and **unmarked** rows.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| × |  |  |  |  |
| 0' | a2' | a3' | a4' | × |
| b1' | b2' | b3' | 0' |  |
| 0 | c2' | c3' | c4' | × |
| d1' | 0' | 0 | d4' |  |

The aforementioned detailed description is just one way to draw the minimum number of lines to cover all the 0s. Other methods work as well.

**Step 4**

From the elements that are left, find the lowest value. Subtract this from every unmarked element and add it to every element covered by two lines.

Repeat steps 3–4 until an assignment is possible; this is when the minimum number of lines used to cover all the 0s is equal to the max(number of people, number of assignments), assuming dummy variables (usually the max cost) are used to fill in when the number of people is greater than the number of assignments.

Basically you find the second minimum cost among the remaining choices. The procedure is repeated until you are able to distinguish among the workers in terms of least cost.
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